Validation Accuracy Analysis on imdb movie review data

**Abstract**

In this Assignment, we are going to explore various hyper parameter tunings to observe the variations in the Validation Accuracy. We look at imdb movie reviews dataset, one with binary labels, which is already available in keras library. For the binary classification we subjected the model to regularizations methods, dropout method and observed changes by tuning hyperparameters. Most of the model findings are compared with the deep learning model that have downloaded from github.

**Introduction**

Hyperparameter tuning is a well-known task in the realm of Neural Networks. Given a set of reviews, the objective is to determine the type of reviews provides a comprehensive analysis of various methods, benchmarks, and loads of preprocessing. The review can consist of binary classes. It is whether A movie review is positive (+) or negative (-). There are several methods and layer embeddings that drastically improves the performance measure. But, for this analysis we will perform without any layer embeddings.

The challenge consists of three main parts. In the first part, we try a variety of basic tuning of layers, units, batch size. This provides a reasonable baseline to asses further complex methods. In the second part, we try different variants of the activation functions and loss functions. In the third part, we will try different models with dropout, regularizations. *Since the objective of this analysis is to only tune the hyperparameter to observe changes in the validation Accuracy of train data set and presented it using graphs and tables, we won’t be using test set.*

Occam's razor Quote:

**“*When you have two competing hypotheses that make the same predictions, the simpler one is better*”**

With that being said, the model that I have downloaded from git is Simple yet efficient network. Hence, Each and every change/tweaking that I made is not a cumulative model building but an enhancement over the present.

library(keras)

## Warning: package 'keras' was built under R version 3.6.2

imdb <- dataset\_imdb(num\_words = 10000)  
c(c(train\_data, train\_labels), c(test\_data, test\_labels)) %<-% imdb  
  
#Padding list of integers to tensors and dividing the training set to training and validation sets  
  
vectorize\_sequences <- function(sequences, dimension = 10000) {  
 # Create an all-zero matrix of shape (len(sequences), dimension)  
 results <- matrix(0, nrow = length(sequences), ncol = dimension)  
 for (i in 1:length(sequences))  
 # Sets specific indices of results[i] to 1s  
 results[i, sequences[[i]]] <- 1  
 results  
}  
  
# Our vectorized training data  
x\_train <- vectorize\_sequences(train\_data)  
# Our vectorized test data  
x\_test <- vectorize\_sequences(test\_data)  
  
#We should also vectorize our labels, which is straightforward:  
# Our vectorized labels  
  
y\_train <- as.numeric(train\_labels)  
y\_test <- as.numeric(test\_labels)  
  
#In order to monitor during training the accuracy of the model on data that it has never seen before, we will create a "validation set" by setting apart 10,000 samples from the original training data:  
  
val\_indices <- 1:10000  
  
x\_val <- x\_train[val\_indices,]  
partial\_x\_train <- x\_train[-val\_indices,]  
  
y\_val <- y\_train[val\_indices]  
partial\_y\_train <- y\_train[-val\_indices]

Building a simple and less complex network with one hidden layer:

library(keras)  
  
model <- keras\_model\_sequential() %>%   
 layer\_dense(units = 16, activation = "relu", input\_shape = c(10000)) %>%   
 layer\_dense(units = 16, activation = "relu") %>%   
 layer\_dense(units = 1, activation = "sigmoid")  
  
model %>% compile(  
 optimizer = "rmsprop",  
 loss = "binary\_crossentropy",  
 metrics = c("accuracy")  
)  
  
history <- model %>% fit(  
 partial\_x\_train,  
 partial\_y\_train,  
 epochs = 20,  
 batch\_size = 512,  
 validation\_data = list(x\_val, y\_val)  
)

#Storing the history metrics for further analysis

History<-data.frame(history$metrics)  
plot(history)
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1. Try using one or three hidden layers and see how doing so affects validation and test accuracy.

library(keras)  
  
model\_Layers <- keras\_model\_sequential() %>%   
 layer\_dense(units = 16, activation = "relu", input\_shape = c(10000)) %>%   
 layer\_dense(units = 16, activation = "relu") %>%   
 layer\_dense(units = 16, activation = "relu") %>%  
 layer\_dense(units = 16, activation = "relu") %>%  
 layer\_dense(units = 1, activation = "sigmoid")  
  
model\_Layers %>% compile(  
 optimizer = "rmsprop",  
 loss = "binary\_crossentropy",  
 metrics = c("accuracy")  
)  
  
history\_Layers <- model\_Layers %>% fit(  
 partial\_x\_train,  
 partial\_y\_train,  
 epochs = 20,  
 batch\_size = 512,  
 validation\_data = list(x\_val, y\_val)  
)  
Hist\_Layers<-data.frame(history\_Layers$metrics)  
plot(history\_Layers)
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2. Try using layers with more hidden units or fewer hidden units: 32 units, 64 units, and so on.We will initially build a model with

library(keras)  
  
model\_32Units <- keras\_model\_sequential() %>%   
 layer\_dense(units = 16, activation = "relu", input\_shape = c(10000)) %>%   
 layer\_dense(units = 32, activation = "relu") %>%   
 layer\_dense(units = 1, activation = "sigmoid")  
  
model\_32Units %>% compile(  
 optimizer = "rmsprop",  
 loss = "binary\_crossentropy",  
 metrics = c("accuracy")  
)  
  
history\_32Units <- model\_32Units %>% fit(  
 partial\_x\_train,  
 partial\_y\_train,  
 epochs = 20,  
 batch\_size = 512 ,  
 validation\_data = list(x\_val, y\_val)  
)  
Hist\_32Units<-data.frame(history\_32Units$metrics)  
plot(history\_32Units)
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library(keras)  
  
model\_64Units <- keras\_model\_sequential() %>%   
 layer\_dense(units = 16, activation = "relu", input\_shape = c(10000)) %>%   
 layer\_dense(units = 64, activation = "relu") %>%  
 layer\_dense(units = 64, activation = "relu") %>%  
 layer\_dense(units = 1, activation = "sigmoid")  
  
model\_64Units %>% compile(  
 optimizer = "rmsprop",  
 loss = "binary\_crossentropy",  
 metrics = c("accuracy")  
)  
  
history\_64Units <- model\_64Units %>% fit(  
 partial\_x\_train,  
 partial\_y\_train,  
 epochs = 20,  
 batch\_size = 512 ,  
 validation\_data = list(x\_val, y\_val)  
)  
Hist\_64Units<-data.frame(history\_64Units$metrics)  
plot(history\_64Units)
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3. Try using the mse loss function instead of binary\_crossentropy.

library(keras)  
  
model\_LF <- keras\_model\_sequential() %>%   
 layer\_dense(units = 16, activation = "relu", input\_shape = c(10000)) %>%   
 layer\_dense(units = 16, activation = "relu") %>%   
 layer\_dense(units = 1, activation = "sigmoid")  
  
model\_LF %>% compile(  
 optimizer = "rmsprop",  
 loss = "mse",  
 metrics = c("accuracy")  
)  
  
history\_LF <- model\_LF %>% fit(  
 partial\_x\_train,  
 partial\_y\_train,  
 epochs = 20,  
 batch\_size = 512,  
 validation\_data = list(x\_val, y\_val)  
)  
Hist\_LF<-data.frame(history\_LF$metrics)  
plot(history\_LF)

![](data:image/png;base64,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)

4. Try using the tanh activation (an activation that was popular in the early days of neural networks) instead of relu.

library(keras)  
  
model\_AF <- keras\_model\_sequential() %>%   
 layer\_dense(units = 16, activation = "tanh", input\_shape = c(10000)) %>%   
 layer\_dense(units = 16, activation = "tanh") %>%   
 layer\_dense(units = 1, activation = "sigmoid")  
  
model\_AF %>% compile(  
 optimizer = "rmsprop",  
 loss = "binary\_crossentropy",  
 metrics = c("accuracy")  
)  
  
history\_AF <- model\_AF %>% fit(  
 partial\_x\_train,  
 partial\_y\_train,  
 epochs = 20,  
 batch\_size = 512,  
 validation\_data = list(x\_val, y\_val)  
)  
Hist\_AF<-data.frame(history\_AF$metrics)  
plot(history\_AF)
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* Best performing models tends to be large but trained is such a way that restricts the utilization of their entire potential
* One of the reasons we subject our models to regularization is to restrict the model to Fewer parameters which in-turn demands less computational power
* Regularization encourages models to have a preference towards simpler models and reduces the risk of overfitting

5. Use any technique we studied in class, and these include regularization, dropout, etc., to get your model to perform better on validation.  
  
##With Dropout Layer

model\_Drop <- keras\_model\_sequential() %>%   
 layer\_dense(units = 16, activation = "relu", input\_shape= c(10000)) %>% layer\_dropout(rate = 0.15) %>%  
 layer\_dense(units = 16, activation = "relu") %>% layer\_dropout(rate = 0.15) %>%   
 layer\_dense(units = 1, activation = "sigmoid")  
  
model\_Drop %>% compile(  
 optimizer = "rmsprop",  
 loss = "binary\_crossentropy",  
 metrics = c("accuracy")  
)  
  
history\_Drop <- model\_Drop %>% fit(  
 partial\_x\_train,  
 partial\_y\_train,  
 epochs = 20,  
 batch\_size = 512,  
 validation\_data = list(x\_val, y\_val)  
)  
Hist\_Drop<-data.frame(history\_Drop$metrics)  
plot(history\_Drop)
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##With Ridge Regression as penalty

model\_Ridge <- keras\_model\_sequential() %>%   
 layer\_dense(units = 16,kernel\_regularizer = regularizer\_l2(0.00005),activation = "relu", input\_shape= c(10000)) %>%   
 layer\_dense(units = 16,kernel\_regularizer = regularizer\_l2(0.00005), activation = "relu") %>%  
 #layer\_dense(units = 8,kernel\_regularizer = regularizer\_l2(0.001), activation = "relu") %>%  
 layer\_dense(units = 1, activation = "sigmoid")  
  
model\_Ridge %>% compile(  
 optimizer = "rmsprop",  
 loss = "binary\_crossentropy",  
 metrics = c("accuracy")  
)  
  
history\_Ridge <- model\_Ridge %>% fit(  
 partial\_x\_train,  
 partial\_y\_train,  
 epochs = 20,  
 batch\_size = 512,  
 validation\_data = list(x\_val, y\_val)  
)  
Hist\_Ridge<-as.data.frame(history\_Ridge$metrics)  
plot(history\_Ridge)
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##With Lasso as penalty

model\_Lasso <- keras\_model\_sequential() %>%   
 layer\_dense(units = 16,kernel\_regularizer = regularizer\_l1(0.0001),activation = "relu", input\_shape= c(10000)) %>%   
 layer\_dense(units = 16,kernel\_regularizer = regularizer\_l1(0.0001), activation = "relu") %>%  
 #layer\_dense(units = 8,kernel\_regularizer = regularizer\_l1(0.0001), activation = "relu") %>%  
 layer\_dense(units = 1, activation = "sigmoid")  
  
model\_Lasso %>% compile(  
 optimizer = "rmsprop",  
 loss = "binary\_crossentropy",  
 metrics = c("accuracy")  
)  
  
history\_Lasso <- model\_Lasso %>% fit(  
 partial\_x\_train,  
 partial\_y\_train,  
 epochs = 20,  
 batch\_size = 512,  
 validation\_data = list(x\_val, y\_val)  
)  
Hist\_Lasso<-data.frame(history\_Lasso$metrics)  
plot(history\_Lasso)

![](data:image/png;base64,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)

*Visualizing the Findings Through Line Graphs:*

Models\_Val\_Accuracy<-data.frame(epochs=1:10,History[1:10,4],Hist\_32Units[1:10,4],Hist\_64Units[1:10,4],Hist\_Layers[1:10,4],Hist\_AF[1:10,4],Hist\_LF[1:10,4],Hist\_Drop[1:10,4],Hist\_Ridge[1:10,4],Hist\_Lasso[1:10,4])  
  
colnames(Models\_Val\_Accuracy)<-c("epochs","Model Val Acc","Units 32","Units 64","Hidden Layers 3","Tanh AF","MSE LF","DrouOut","Ridge regularizer","Lasso regularizer")  
  
library(data.table)  
Model\_ValAcc\_transpose <- transpose(Models\_Val\_Accuracy)  
rownames(Model\_ValAcc\_transpose)<-colnames(Models\_Val\_Accuracy)  
colnames(Model\_ValAcc\_transpose)<-rownames(Models\_Val\_Accuracy)

The Table below Summarizes the Validation Accuracy for 10 Epochs for different Tunings of Hyper Parameter. Here, I have considered Up 10 epochs because, the Fluctuation in Validation accuracy either be constant or too dynamic.

\*\* Validation accuracies above 10% were highlighted in the table

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Epoch** | **Model Val Acc** | **Units 32** | **Units 64** | **Hidden Layers 3** | **Tanh AF** | **MSE LF** | **DropOut** | **Ridge regularizer** | **Lasso regularizer** |
| 1 | 87.32% | 86.98% | 86.31% | 87.47% | 87.77% | 86.29% | 83.91% | 87.12% | 82.28% |
| 2 | 87.74% | 87.25% | 88.81% | 85.63% | 88.47% | 88.90% | 88.37% | 88.39% | 88.43% |
| 3 | 87.97% | 86.97% | 86.91% | 88.55% | 88.90% | 89.26% | 88.30% | 89.04% | 88.13% |
| 4 | 89.01% | 88.74% | 84.65% | 88.65% | 88.85% | 87.89% | 89.13% | 88.06% | 88.66% |
| 5 | 88.64% | 88.76% | 84.74% | 88.28% | 88.63% | 87.26% | 89.29% | 88.78% | 87.65% |
| 6 | 88.43% | 88.40% | 87.07% | 87.94% | 87.93% | 88.28% | 88.77% | 88.58% | 88.16% |
| 7 | 88.27% | 87.21% | 87.86% | 87.72% | 86.41% | 87.94% | 88.73% | 88.44% | 87.92% |
| 8 | 88.29% | 87.69% | 87.53% | 87.90% | 86.43% | 88.06% | 88.63% | 88.21% | 88.35% |
| 9 | 87.64% | 87.91% | 85.75% | 85.80% | 87.32% | 87.49% | 88.21% | 87.51% | 88.10% |
| 10 | 87.92% | 87.30% | 87.14% | 87.59% | 87.07% | 87.52% | 88.20% | 87.28% | 88.20% |

We can further evaluate the table through Line graphs. There are three significant comparisons made between the validation accuracies of nine different models. Each and every model is compared with the original model to get a perspective of better performing models after and before enhancing.

The first comparison is made between the original standard model and models with enhanced units, hidden layers. Below line graph, we can observe the consistencies through every epoch.

It seems, none of the above model tend to perform well with the change in the units or layers in the model network. Hence, one will only complicate the model if he/she tris to enhance the validation accuracy.

below Line graph is compared between the original model and models with Tanh activation function and ‘Mean Squared Error’ loss function. Choosing the right activation function could yield greater enhancement in accuracy but, ‘ReLu’ is by far the best in terms of finding local/global minima thus, minimizing the error.

Let’s have look at the comparison between models with ‘ReLu’, Tanh and MSE.

Though the model with MSE loss function yielded good Validation accuracy at epoch 3, its is not a good practice to use MSE for a classification prediction.

Tanh Activation function is not consistent through out the epochs which suggests it is dynamic. The foremost reason for this function to be disapproved is because of the trouble caused by vanishing gradients.

Finally, we will apply regularization methods to the original model and compare it with the original model to see if there is any significant change in accuracy.

few reasons we regularize our model is,

* To restrict the model to Fewer parameters which in-turn demands less computational power
* Regularization encourages models to have a preference towards simpler models and reduces the risk of overfitting

CONCLUSIONS:

* As we observed, applying regularizations to the models not only improves the Accuracy of the model but also helps the model to capture the Non-Linearities of the function by penalizing it.
* In our case, Drop-out layer performed well above all the models including the original model.
* Accuracies of other models can be improved but, as I said we end up making the model more complex and computationally inefficient. That’s a trade-off and is subjective for many reasons.
* Since our dataset is small, for all the models the best accuracies can be observed in less then six epochs with out any over/under fitting(Bias-Variance Tradeoff)
* The could be even more scope of increasing the model accuracies by adding an Embedding Layer(GLoVe)